**Introduction**

**Spring framework is an open source Java platform. It provides comprehensive infrastructure support for developing robust Java applications**. Spring framework promotes “Plain Old Java Objects” (POJO) based programming model. Spring provides extensions for building web application along with core features on top of the Java EE platform.

**Spring is a light-weight framework for the development of enterprise-ready applications. It provides following features:**

1. **Dependency Injection**
2. Declarative transaction management using Spring AOP.
3. Spring MVC web application and RESTful web service framework
4. Foundational support for JDBC, JPA, JMS
5. Mailing facilities.
6. Etc.

Spring framework was initially written by Rod Johnson and was first released under the Apache 2.0 license in June 2003.

* Spring 5
  + [Spring Modules](https://sites.google.com/site/corporatejavac1/Home/spring-modules)
  + [Getting Started](https://sites.google.com/site/corporatejavac1/Home/getting-started)
  + [Spring Core](https://sites.google.com/site/corporatejavac1/Home/spring-modules)
    - [IOC Container](https://sites.google.com/site/corporatejavac1/Home/ioc-container)
    - [Spring Beans](https://sites.google.com/site/corporatejavac1/Home/create-beans)
    - [Dependency0 Injection and IOC](https://sites.google.com/site/corporatejavac1/Home/dependency-injection-and-autowiring)
    - [Bean Autowiring](https://sites.google.com/site/corporatejavac1/Home/bean-autowiring)
    - [Auto Discovery](https://sites.google.com/site/corporatejavac1/Home/auto-discovery)
  + [Data Access and Integration](https://sites.google.com/site/corporatejavac1/Home/spring-modules)
    - [Spring DAO](https://sites.google.com/site/corporatejavac1/Home/spring-dao)
    - [Spring JDBC](https://sites.google.com/site/corporatejavac1/spring/spring-jdbc)
    - [Spring ORM](https://sites.google.com/site/corporatejavac1/spring/spring-orm)
  + [Spring AOP](https://sites.google.com/site/corporatejavac1/spring/spring-aop-1)
  + [Web](https://sites.google.com/site/corporatejavac1/Home/spring-modules)
    - [Spring Web MVC](http://www.google.com/url?q=http%3A%2F%2Fsmvc.sunilos.com%2F&sa=D&sntz=1&usg=AFQjCNF_yjGVUo5UvgcTLQeIrutHHwB90Q)

# Spring Modules

Spring framework consists of multiple modules. These modules are Core, Beans, Context, Expression Language (EL), AOP, Aspects, Instrumentation, JDBC, ORM, OXM, JMS, Transaction, Web, Servlet, Struts etc. These modules are grouped into Test, Core Container, AOP, Aspects, Instrumentation, Data Access / Integration, and Web.
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Figure: Spring Modules

## Core Container

This layer provides IOC container that manages bean life cycle. It provides dependency injection mechanism. This layer will be used by all other spring modules and groups. It consists of the Core, Beans, Context, and Expression Language modules.

* **Core and Beans modules provides basic feature of bean life cycle management and dependency injection. It provides BeanFactory IOC container.**
* **Context module is built over Core and Beans. It inherits the features of bean module and provides application context container**. It supports internationalization (i18n), event propagation, EJB, JMX,
* **Expression Language** module provides expression language for querying and manipulating object graph from IOC container. It is an extension of the unified expression language (unified EL) as specified in the JSP 2.1 specification. It is used to get and set properties, method invocation, access collection, and logical/arithmetic operations.

## Data Access/Integration

This layer is used to integrate database ORM frameworks, object to XML binding frameworks, massaging services and handling database transaction s. The Data Access/Integration layer consists of JDBC, ORM, OXM, JMS and Transaction modules.

* **JDBC module** provides an abstraction layer of jdbc. Abstraction layer removes the dependency of core api call of jdbc and database vender specific exception handling.
* **ORM module** integrations spring with popular object-relational mapping tools. Popular ORM tools are JPA, JDO, Hibernate, and iBatis. It provides simple declarative transaction handling.
* **OXM module** provides abstraction layer to support Object/XML mapping implementations for JAXB, Castor, XMLBeans, JiBX and XStream.
* **Java Messaging Service (JMS) module** provides features for producing and consuming messages.
* **Transaction module** supports programmatic and declarative transaction management.

## Web

This layer is used to integrate spring with web application and its framewoeks. Web layer consists of the Web, Web-Servlet, Web-Struts, and Web-Portlet modules.

* **Web module** integrates spring with a web application. It initializes application context container for web application, It provides basic web application features like multipart file-upload.
* **Web-Servlet module** contains model-view-controller (MVC) implementation of spring for web applications. Spring MVC framework provides a clean separation between domain model code and web forms, and integrates with all the other features of the Spring Framework.
* **Web-Struts** **module** integrates spring container with struts framework.
* **Web-Portlet module** provides the MVC implementation to be used in a portlet environment.

## AOP and Instrumentation

* **AOP module** provides aspect-oriented programming implementation where you can use advices, pointcuts etc. to decouple the code.
* **Aspects module** provides integration with AspectJ.
* **Instrumentation module** provides class instrumentation support and classloader implementations to be used in certain application servers.

## Test

Test module supports testing of spring components with JUnit or TestNG. It provides consistent loading of application context testing. It also provides mock objects that you can use to test your code in isolation.

# Getting Started

**Spring is providing IOC container. Container creates object of a simple or complex java class and manages object life cycle. Objects created and manages by spring IOC container is called bean.**

Lets configure and create instance of a simple [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) POJO class. POJO is stand for plain old java object. POJO contains private attributes and its setter and getter methods.

Lets follow given steps to create instance of User class by spring container.

Step 1.

Create Eclipse Maven java project

See url [http://www.raystec.com/Home/java-development-environment-setup/maven-projects/maven-simple-java-project-using-eclipse](http://www.google.com/url?q=http%3A%2F%2Fwww.raystec.com%2FHome%2Fjava-development-environment-setup%2Fmaven-projects%2Fmaven-simple-java-project-using-eclipse&sa=D&sntz=1&usg=AFQjCNFlmC6wOvoHJ9eYhKIffcCJ4w1YHQ) to setup a maven java project.

Step 2:

Add following dependencies in [pom.xml](https://sites.google.com/site/corporatejavac1/source-code-new/pom-xml)

<properties>

<springframework.version>4.0.6.RELEASE</springframework.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>**spring-core**</artifactId>

<version>${springframework.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>**spring-context**</artifactId>

<version>${springframework.version}</version>

</dependency>

<!-- Dependency for @PostConstruct and @PreDestroy annotations -->

<dependency>

<groupId>javax.annotation</groupId>

<artifactId>**jsr250-api**</artifactId>

<version>1.0</version>

</dependency>

</dependencies>

Dependency spring-core includes spring core jars. Spring core library jars contain org.springframework.beans and org.springframework.core packages. These packages contains BeanFactory and other core dependencies.

Dependency spring-context includes jars for ApplicationContext IOC container.

Dependency jsr250-api includes jars for JSR annotations. JSR annotations @PostConstruct and @PreDestroy are used to define bean life cycle methods

Step 3

Create User.java POJO class that contains private attributes and their setter and getter methods.

public class [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) {

private String firstName = null;

private String lastName = null;

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

}

Step 3

Create [applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-code-new/applicationcontext-xml) file and configure bean

<bean id="**userBean**" class="[com.sunilos.book.spring.bean.User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java)">

<property name="**firstName**" value="**SunilOS**" />

</bean>

Step 4

Create Test program, instantiate container and get the User bean.

public class [TestBeanFactory](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testbeanfactory) {

public static void main(String[] args) {

// Create container

BeanFactory factory = new XmlBeanFactory(new ClassPathResource("[applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-code-new/applicationcontext-xml)"));

// get User bean

// User bean = (User) context.getBean("userBean");

[User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) bean = factory.getBean("userBean", User.class);

System.out.println("Bean contains " + factory.containsBean("userBean"));

System.out.println("Type of bean " + factory.getType("userBean"));

System.out.println("is Singlton " + factory.isSingleton("userBean"));

System.out.println(bean.getFirstName());

}

}

Congratulations your first bean managed by spring IOC container.

## FAQ

1. Which maven dependencies are required for spring core?
2. Why do you include jsr250-api dependency?
3. What is the location of applicationContext.xml?

# IOC Container

**The core of the Spring Framework is its Inversion of Control (IoC) Container. Container is the factory of all java objects used in your applications.The IoC container manages life-cycle of java objects from instantiation to destruction.** The container creates objects, wires them together, configures them, and manages their complete lifecycle from creation till destruction.

There are two key responsibilities of container:

1. **Manage life-cycle of bean**
2. **Dependency injection of beans**

Java components instantiated by IoC container are called beans (Java beans). Container uses dependency injection (DI) to wire or assemble the beans that build your Application.

Spring IoC is provides loose-coupling and dynamic binding between objects dependencies. To achieve loose coupling and dynamic binding Spring IOC container injects object dependencies and gives you the ready to use object

.

Container also manages bean scope, lifecycle events, and AOP features for which bean has been configured and developed.

**---------------------------------------------------------------------------------------------**

**Spring IoC container classes are part of org.springframework.beans and org.springframework.context packages**.

**BeanFactory is the root interface of Spring IoC container**. **ApplicationContext is the child interface of BeanFactory interface that provide Spring AOP features, i18n etc.**
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There are two types of IOC containers:

**[1] Spring BeanFactory Container**

This is the simplest container providing basic support for Dependency Injection (DI) and defined by the org.springframework.beans.factory.BeanFactory interface.

It is light weight and mostly used in standalone spring applications.

BeanFactory can still be used for light weight applications like mobile devices or applet based applications where data volume and speed is significant.

BeanFactory factory = new XmlBeanFactory(new ClassPathResource("applicationContext.xml"));

User dto = (User) factory.getBean("user");

See: [TestBeanFactory.java](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testbeanfactory)

**[2] Spring ApplicationContext Container**

**It is child of BeanFactory interface and adds more functionalities for enterprise applications such as i18n, AOP, event publishing, web context etc**.

This container is defined by the org.springframework.context.ApplicationContext interface. It is recommended over the BeanFactory Enterprise applications and web applications use application context container.

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

User dto = (User) context.getBean("user");

See: [TestApplicationContext.java](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testapplicationcontext-java)

ApplicationContext has number of useful implementation classes that we can use to get spring context and then beans.
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* [**AnnotationConfigApplicationContext**](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testjavaconfig-java): It is used in **standalone** application where beans are configured using annotations. If you have made standalone java applications and using annotations for configuration, then we can use this container.
* [**ClassPathXmlApplicationContext**](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testapplicationcontextxmlconfig-java): It is used in standalone application where beans are configured using XML configuration. If you have bean configuration xml file in standalone application, then you can use this.
* **FileSystemXmlApplicationContext**: This is similar to ClassPathXmlApplicationContext except that the xml configuration file can be loaded from anywhere in the file system.
* **AnnotationConfigWebApplicationContext** and XmlWebApplicationContext are used in web applications.
* **XmlWebApplicationContext** is used in Spring MVC web application.

## FAQ:

1. What are the differences between BeanFactory and ApplicationContext containers?
2. What are different scopes of a bean?
3. What are the differences between singleton and prototype scopes?

# Spring Beans

**Spring Bean is an object in the Spring framework that is initialized by spring container**. A Java POJO class can be a spring bean if it is configured by Spring container. Configuration information can be given by XML, annotation or Java code.

## Spring Bean Scopes

There are five scopes of a bean in spring:

1. **Singleton**: Only one instance of the bean will be created for each container. This is the default scope for a bean. Singleton bean should not have have shared instance variables, that may lead data inconsistency.
2. **Prototype**: always a new instance is created when context.getBean()method is called.
3. **Request**: This is same as prototype scope, however it is used in web applications. A new instance of the bean is created and associated with HTTP request object.
4. **Session**: A new bean is created and associated with HTTP session object in the web application.
5. **Global session**: This is used to create global session beans for Portlet applications.

Spring Framework is extendable and you can create your own custom scope. However custom scope is created in rare cases existing scopes are enough for an enterprise application. .

## Spring Bean Configuration

Spring Framework provide three ways to configure beans:

* [**XML Based Configuration**](https://sites.google.com/site/corporatejavac1/source-code-new/applicationcontext-xml)**:** beans are defined by XML tags.
* [**Annotation Based Configuration**](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testapplicationcontextannotationconfig-java)**:** beans are defined by @Service, @Repository or @Component annotations. Scope of a bean can be defined by @Scope annotation. It is started from spring 2.5.
* [**Java Based Configuration**](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testjavaconfig-java)**:** From Spring 3.0 onward beans can be defined by java programs. Key annotation are used in java configuration are @Configuration, @ComponentScan and @Bean.

### 1) XML based configuration

In this configuration beans are defined using xml tags in [applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-code-new/applicationcontext-xml) file. XML file name can be changed as per your convenience. **In Spring MVC dispature-servlet.xml file is used to configure beans.**

Beans are configured using xml <bean> tag. Here we have defined two beans Role and User.

<bean id="**roleBean**" class="[com.sunilos.book.spring.bean.Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role)" />

**<bean id="userBean" class="**[**com.sunilos.book.spring.bean.User**](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java)**">**

<property name="**firstName**" value="**SunilOS**" />

**<!--Inject role bean using setter injection -->**

<property name="**role**" ref="**roleBean**" /> // roleBean get injected.

**<!--Inject role bean using sconstructor injection -->**

<constructor-arg name="**role**" ref="**roleBean** "></constructor-arg>

**</bean>**

Dependency Injection

Reference of one bean can be injected into another bean using <property> tag. We have injected Role bean object into User bean using <property> tag:

<property name="role" ref="roleBean" />

Dependency injection can be done by two ways

(1) Setter Injection

(2) Constructor injection.

**Setter Injection**

In setter injection dependent bean is injected by setter method. Here [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) class has setter method setRole() to set the [Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role) bean. Since role bean is injected using setter method in user bean that is why it is called setter injection.

public class [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) {

...

private Role role = null;

public void setRole(Role role) {

this.role = role;

}

}

<property name="role" ref="roleBean" />

**Constructor injection**

Constructor injection is done by constructor of a bean using <constructor-arg> xml tag.

Here is example of account bean and customer bean. Account bean is injected into customer bean using constructor of [Customer](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/customer-java) class.

public class Customer {

private Account account = null;

**public Customer(Account account) {**

**this.account = account;**

**}**

}

<bean id="**accountBean**" class="[com.sunilos.book.spring.bean.Account](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/account-java)" />

<bean id="customerBean" class="[com.sunilos.book.spring.bean.Customer](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/customer-java)">

<constructor-arg name="**account**" ref="**accountBean**"></constructor-arg>

</bean>

**Life Cycle methods**

A bean can define void and zero parameter methods as life-cycle methods of a bean. Attributes init-method and destroy-method of bean xml tag are used to define life-cycle methods of a bean.

Here is bean [DataCache](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/datacache-java) that has two life cycle methods init() and clean(). Both life cycle methods are called by container when bean is instantiated and destroyed. Life cycle methods are configured using tag attributes init-method and destroy-method.

public class [DataCache](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/datacache-java){

private HashMap data = null;

..

public void init() {

data = new HashMap();

}

public void clean() {

data = null;

}

}

<bean id="dc" class="[com.sunilos.book.spring.bean.DataCache](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/datacache-java)" **init-method="init"** **destroy-method="clean"** />

**Define scopes**

Scope of a bean is defined by scope attribute of <bean> tag. By defining scope you can create singleton beans. Bean has five scopes; singleton, prototype, request, session and globalsession. Default scope is singleton.

<bean id="emailService" **scope="singleton"** class="com.sunilos.book.spring.bean.EmailService" />

Singleton beans has only one instance in its lifetime whereas instance of prototype bean is created again and again when you call getBean() method of container. Rest three scopes are used in web applications.

Factory method

ServiceLocator and DAOFactory like singleton and factory classes can not be instantiated directly. They have getInstance() factory method to instantiate them. Ideally these classes are not used in spring framework because spring itself provides container factory. But in any case you need to create instance of such classes in spring then factory-method attribute of <bean> tag is used to instantiate these classes.

public class ServiceLocator {

private ServiceLocator() {

}

private static ServiceLocator serviceLocator = null;

/\*\*

\* Get the instance of service locator

\*/

**public static ServiceLocator getInstance(){**

if (serviceLocator == null) {

serviceLocator = new ServiceLocator();

}

return serviceLocator;

}

public UserService getUserService() {

return new UserService();

}

}

<bean id="sl" class="com.sunilos.book.spring.bean.ServiceLocator" **factory-method="getInstance"** />

ServiceLocator locator = (ServiceLocator) context.getBean("sl");

### 2) Annotation based configuration

Instead of xml tags, annotations are used to define a bean.

1. Beans are defined using @Component, @Service, or @Repository annotations.
2. Annotation @Value is used to initialize attributes.
3. Scope of a bean can be defined by @Scope annotation.
4. Life cycle methods are defined by @PostConstruct and @PreDestroy annotations.
5. Dependency can be injected using @Autowired annotation.

**Annotated classes are scanned and registered in container using <context:component-scan> tag in** [**applicationContextAnotation.xml**](https://sites.google.com/site/corporatejavac1/source-code-new/applicationcontextannotation-xml) **file. :** Scan tag scanned all annotated classes from base and its sub packages and register with container.

**If you do not use <context:component-scan> tag then you have to use <annotation-driven > tag to enable annotations.**

We have example class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) that is annotated by @Component annotation. It has life cycle methods init() and destroy() both are annotated by @PostConstruct and @PreDestroy. Order has dependency of [Payment](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/payment-java) and [Inventory](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/inventory-java) bean both are injected by @Autowired annotation.

@Component("order")

@Scope("prototype")

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

@Autowired

Payment p = null;

@Autowired

Inventory i = null;

private int id = 0;

private double amount = 0;

...

@PostConstruct

public void init(){

System.out.println("This is order init method");

}

@PreDestroy

public void destroy(){

System.out.println("This is order destroy method");

}

}

//Payment bean

@Component

public class [Payment](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/payment-java) {

@Value(value = "100")

double balance = 0;

...

}

Inventory bean

@Component("inventory")

public class [Inventory](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/inventory-java){

/\*\*

\* Initialize stock by value 100

\*/

@Value(value = "100")

int stock = 0;

...

}

//Test the bean

public class [TestApplicationContextAnnotationConfig](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testapplicationcontextannotationconfig-java) {

public static void main(String[] args) {

// Initialize container

ApplicationContext context = new ClassPathXmlApplicationContext("[applicationContextAnnotation.xml](https://sites.google.com/site/corporatejavac1/source-code-new/applicationcontextannotation-xml)");

Order o = (Order) context.getBean("order");

o.placeOrder(2, 5);

System.out.println(o.getAmount());

..

}

Annotations

**1) @Component annotation**

The @Component annotation is used to define and register a java class as a bean with spring container. Here payment and user services classes are annotated by @Component to define as a bean.

@Component

public class Payment{

}

@Component

public class UserService{

}

By default name of class is used to register and identify a bean in container. First character of class name is converted to lowercase to name the bean. Payment and UserService classes will be registered by “payment” and “userService” names respectively.

You can retrieve beans from contain by:

public class [TestApplicationContextAnnotationConfig](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testapplicationcontextannotationconfig-java) {

public static void main(String[] args) {

// Initialize container

ApplicationContext context = new ClassPathXmlApplicationContext("[applicationContextAnnotation.xml](https://sites.google.com/site/corporatejavac1/source-code-new/applicationcontextannotation-xml)");

System.out.println("------Payment bean--------");

[Payment](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/payment-java) p = context.getBean("payment", Payment.class);

System.out.println("Payment balance: " + p.getBalance());

System.out.println("------User Service bean--------");

UserService service = (UserService) context.getBean("userService");

System.out.println("Authenticate :" + service.authenticate("SunilOS", "sunilOS"));

}

}

A custom bean name can be given as parameter to @Component annotation.

Here name "orderBean" is given to order bean:

@Component("**orderBean**")

public class Order {

...

}

Order o = context.getBean("**orderBean** ", Order.class);

@Component specialized classes

The @Component annotation has three specialized annotations @ Controller, @Service and @Repository.
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The @Controller is used to define controller classes in Spring MVC. @Service annotation is used to create business logic classes. @Repository is used to define data access objects.

**2) @Autowired annotation**

* It is used to inject bean dependencies.
* It can be applied on attribute, setter method and constructor.
* It identifies and resolves bean dependencies using bean type or bean name. @Qualifier annotation is used along with it to identify a bean by name.
* By default it identifies bean by type and injects dependencies
* When applied in constructor then it always resolves dependencies by type
* @Autowired with (required=false) is used to optionally inject a dependency.

Here is example of Order, Payment and Inventory beans. Inventory bean is injected into Order by name and Payment bean is injected using by type.

@Component("order")

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

**//identifies bean by type**

**@Autowired**

[Payment](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/payment-java) p = null;

**//identifies bean by name**

**@Autowired**

@Qualifier("**inventory**")

[Inventory](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/inventory-java) i = null;

**//identifies beans by type when applied on constructor**

**@Autowired**

public Order(Payment p,Inventory i){

this.p = p;

this.i = i;

}

...

}

**3) @Qualifier annotation**

The @Qualifier annotation is used along with @Autowired annotation to inject a dependency by name. There may be situation when you have configured one bean with two different names and you want to identify bean by name at the time of dependency injection. In this situation you will use @Qualifier annotation to identify bean by name and inject.

Here in example we have defined bean Inventory and given its name "inventory" by passing bean name in component tag. When we injecting inventory bean in order bean we have used qualifier annotation. We identified inventory bean by name by passing name "inventory" to qualifier annotation.

**@Component("inventory")**

public class Inventory {

}

**@Component("order")**

public class Order {

//Auto-wring by Name

@Autowired

**@Qualifier("inventory")**

Inventory i = null;

}

**4) @Required annotation**

@Required annotation is applied on setter methods. It indicates that the bean property must be initialized in XML configuration file at configuration time. Otherwise container throws a BeanInitializationException exception.

public class User{

private String firstName = 0;

**@Required**

**public void setFirstName(String fn) {**

**this.firstName = fn;**

**}**

..

}

<bean id="order" class="com.sunilos.book.spring.bean.Order">

<property name="**firstName**" value="**SunilOS**" />

</bean>

**5) @PostConstruct and @PreDestroy Annotations**

These are used to define bean life cycle methods

**6) @Value Annotations**

The @Value annotation is used to set default value of an attribute.

@Value(value = "100")

int stock = 0;

### 3) Java based configuration

**Instead of xml file you can use Java class to configure and auto scan spring beans**. Spring 3.0 onward beans can be defined by java programs.

Key annotation used in java configuration are @Configuration, @ComponentScan, @Bean, @Import and @DependsOn.

1. @Bean annotation is used to define a bean. It is applied on a method. Method returns a bean, this bean is registered in spring container.
2. @Configuration annotation indicates that the class will be used to define beans. Spring container will use this class as source of bean definitions.
3. @ComponentScan annotation is used to auto scan annotated components.

Here is example java program that configures java beans.

@Configuration

@ComponentScan(basePackages = { "com.sunilos.book.spring" })

public class [AppConfig](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/appconfig-java) {

@Bean(name = "userBean")

public User user() {

User user = new User();

user.setFirstName("SunilOS");// Initialize value

user.setRole(role());// Inject dependency

return user;

}

@Bean(name = "roleBean")

public Role role() {

Role role = new Role();

return role;

}

@Bean(name = "accountBean")

public Account account() {

Account account = new Account();

return account;

}

@Bean(name = "customerBean")

public Customer customer() {

Customer customer = new Customer();

customer.setAccount(account());//Inject dependency

return customer;

}

}

AnnotationConfigApplicationContext is used to read java configuration and get the container.

public class [TestJavaConfig](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-test/testjavaconfig-java) {

public static void main(String[] args) {

**AnnotationConfigApplicationContext** context = new AnnotationConfigApplicationContext();

context.register(**[AppConfig.class](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/appconfig-java)**);

context.refresh();

[User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) bean = context.getBean("userBean", User.class);

System.out.println("Bean contains " + context.containsBean("userBean"));

System.out.println("Type of bean " + context.getType("userBean"));

System.out.println("is Singlton " + context.isSingleton("userBean"));

// print first name value

System.out.println(bean.getFirstName());

System.out.println(bean.getRole().getName());

[Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) o = (Order) context.getBean("order");

o.placeOrder(2, 5);

System.out.println(o.getAmount());

System.out.println("------Customer bean--------");

[Customer](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/customer-java) customer = (Customer) context.getBean("customerBean");

System.out.println("Account balance :" + customer.getAccount().getBalance());

[UserService](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-service/userservice) service = (UserService) context.getBean("userService");

System.out.println("Authenticate :" + service.authenticate("SunilOS", "sunilOS"));

}

}

**Q: What are the difference between @Bean and @Component annotations.**

A: @Bean is used to configure a bean whereas @Component is used to define a bean.

# Dependency Injection and IOC

## Dependency Injection and Inversion of Control

An application consists of multiple objects. Multiple objects collaborate and together perform business operations in the application. Thus one object may depend on other objects to perform a business operation that is called dependency.

Here is example where three objects Order, Payment and Inventory collaborate and perform a business operation “Books a Ticket”. Order object books the order and make payment with help of Payment object. After deducting payment order updates inventory with help of Inventory object. In order to book a ticket Order requires Payment and Inventory objects thus order is depend on Payment and Inventory objects.
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Figure: Object Dependency

### Non-IOC Dependency

Regular (non-IOC) or conventional way to resolve the dependency is to create the dependent objects and call their methods. Order has to create instances of payment and inventory classes and use them.
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Figure: Non-IOC Dependency

Here is method placeOrder() of Order class that creates dependent objects and use them.

public class [Payment](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/payment-java) {

public double makePayment(double amt) {

balance = balance - amt;

return balance;

}

}

public class [Inventory](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/inventory-java) {

public int sold(int qty) {

stock -= qty;

return stock;

}

}

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

public void placeOrder(int qty, double price) {

**Payment p = new Payment(); //create payment object**

**Inventory i = new Inventory(); //create inventory object**

amount = qty \* price;

p.makePayment(amount);

i.sold(qty);

System.out.println("Balance: " + p.getBalance());

System.out.println("Stock : " + i.getStock());

}

}

### IOC Dependency Injection

Inversion of Control (IOC) says, now object does not need to create its dependencies, dependencies will be injected by spring IOC container using constructors or setter methods. Object defines its dependency using XML or annotations. IOC helps a developer to decouple object creation logic from business logic.
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Figure: IOC Dependency Injection

Here Order defines setter injection methods. XML configuration injects Payment and Inventory objects into Order.

public class Order {

private Payment p= null;

private Inventory i= null;

public void setPayment(Payment p) {

this.p= p;

}

public void setInventory(Inventory i) {

this.i= i;

}

public void placeOrder(int qty, double price) {

amount = qty \* price;

p.makePayment(amount);

i.sold(qty);

System.out.println("Balance: " + p.getBalance());

System.out.println("Stock : " + i.getStock());

}

}

Here is metadata in applicationContext.xml file to inject dependencies in Order class.

<bean name="payment" scope="prototype" class="Payment" />

<bean name="inventory" scope="prototype" class="Inventory" />

<bean name="order" scope="prototype" class="Order">

<property name="payment" ref="payment" />

<property name="inventory" ref="inventory" />

</bean>

Now get order object from spring IOC container:

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

Order o = (Order) context.getBean("order");

o.placeOrder(2,500);

## Types of Dependency Injection

There are two types of DI.

### 1) Constructor-based dependency injection

Dependencies are injected with help of bean constructors.Constructors are defined in the bean to accept dependent objects. For example Customer bean is dependent on Address bean. In order to inject address objects one parameterized constructor is defined in Customer class. Constructor accepts shipping and billing objects of Address class. XML configuration uses <constructor-arg> tag to inject dependencies using constructor.

public class Address {

..

}

public class Customer {

private Address billingAddress = null;

private Address shippingAddress = null;

**public Customer(Address billingAddress, Address shippingAddress) {**

this.billingAddress = billingAddress;

this.shippingAddress = shippingAddress;

}

..

}

**Configuration**

<bean id="address" scope="prototype" class="com.sunilos.book.spring.bean.Address"/>

**<bean i**d="customer" scope="prototype" class="com.sunilos.book.spring.bean.Customer">

**<constructor-arg>**

**<ref bean="address" />**

**</constructor-arg>**

**<constructor-arg>**

**<ref bean="address" />**

**</constructor-arg>**

**</bean>**

### 2) Setter-based dependency injection

Dependencies can be injected with the help of setter methods. Bean has to define setter methods for dependent objects.

For example order bean is depend on inventory and payment beans. Order bean defines two setter methods, one for payment bean and second for inventory bean to inject their objects. XML configuration uses <property> tags to inject inventory and payment beans into order bean.

public class Inventory {

..

}

public class Payment {

..

}

public class Order {

private Payment payment = null;

private Inventory inventory = null;

public void setPayment(Payment payment) {

this.payment = payment;

}

public void setInventory(Inventory inventory) {

this.inventory = inventory;

}

..

}

<bean name="payment" scope="prototype" class="com.sunilos.book.spring.bean.Payment" />

<bean name="inventory" scope="prototype" class="com.sunilos.book.spring.bean.Inventory" />

<!-- Inject dependent bean references using setter injection -->

<bean name="order" scope="prototype" class="com.sunilos.book.spring.bean.Order">

**<property name="payment" ref="payment" />**

**<property name="inventory" ref="inventory" />**

</bean>

**Q: What are the differences between explicit and implicit auto-wiring ?**

A: Explicit auto-wiring is done by XML tags and implicit auto-wiring is done by **@Autowired** annotation. If both are done then **explicit auto-wiring** is considered by container.

# Bean Autowiring

## Introduction

Basic feature of spring is dependency injection. DI are done by constructors and setter methods. So far developers have to explicitly configure dependent beans in XML configuration. **Injecting the dependent beans can also be called wiring of beans**. So far developers have to mention dependencies explicitly in XML files so it was called explicit wiring. Now developers can avoid manual wiring configuration of beans because bean auto-wiring feature is available in spring.

Spring provides auto-wiring feature, that enable implicit bean dependency injection. You do not need to define bean injection details explicitly in XML configuration file.

There are two ways to configure bean auto-wiring:

**(1)XML Configuration**

Auto-writing can be enabled in XML configuration by autowire attribute in bean tag. Here we are enabling auto-wiring for [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) bean by specifying auto-wiring mode to byName.

<bean id="user" class="[com.sunilos.book.spring.bean.User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java)" **autowire="byName"** />

**(2)Annotations**

Auto writing can be done using annotation @Autowired. Annotation @Autowired can be applied on a property, setter method and constructor. Here [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) bean has annotated p and i properties by @Autowired annotation to auto-wire [Payment](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/payment-java) and [Inventory](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/inventory-java) beans.

@Component("order")

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

**@Autowired**

**Payment p = null;**

**@Autowired**

**Inventory i = null;**

...

}

## Modes of Auto wiring

Auto wiring is done as per mode values passed to it. There are multiple modes of auto-wiring:

1. autowire="**no**" : auto-writing is disabled. Bean references must be defined in the XML file via the <ref/> element (or "ref" attribute). This value is set by default.
2. autowire="**byName**" : auto-wiring is done by property name, setter method is used for dependency injection.
3. autowire="**byType**" : auto wiring is done by property data type. If data type of property is matched with a bean then bean is auto wired. Bean is auto wired if there is exactly one bean of the property type in the container. If more than one beans are found in container then a fatal error is raised.
4. autowire="**constructor**" : Just like "byType" but applied on constructor arguments. If there is not exactly one bean of the constructor argument type in the bean factory, a fatal error is raised.

Configuration of dependency using <property> and <constructor-arg> tags will override auto-wiring.

### By Name auto-wiring

**In this mode auto-wiring is done by property name. IOC container searches dependent beans by given property name and injects in required bean.**

For example [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) bean is depend on [Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role) bean. User has setRole(role) to inject the role bean dependency. IOC container looks that property name is "role" in setter method so looks up bean in container by name "role" an inject into setter method.

public class [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) {

private String firstName = null;

private String lastName = null;

private [Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role) role = null;

public void **setRole**(Role role) {

this.role = role;

}

...

}

<bean id="roleBean" class="[com.sunilos.book.spring.bean.Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role)" autowire-candidate="true" />

<bean id="user" class="[com.sunilos.book.spring.bean.User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java)" **autowire="byName"** />

Bean tag has autowire-candidate="true" attribute. Default value of autowire-candidate is true. If you set it false for a bean then bean will not participate in auto-wiring.

Since default value of autowire-candidate is true so following two statements are same:

<bean id="roleBean" class="[com.sunilos.book.spring.bean.Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role)" autowire-candidate="true" />

<bean id="roleBean" class="[com.sunilos.book.spring.bean.Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role)" />

### Auto-wiring By Type

In this mode auto-wiring is done by property datatype. IOC container searches dependent beans by property datatype and injects into required bean. Autowire attribute is set to byType in the XML configuration file. Here is following configuration container searches bean of [Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role) type and inject into User bean.

<bean id="user" class="[com.sunilos.book.spring.bean.User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java)" **autowire="byType"** />

Annotation @Autowired can be used to inject dependencies by type. @Autowired can be applied on setter, constructor or attribute.

Following example applies @Autowired to attribute p. Container will search payment bean by type and inject into order bean.

@Component("order")

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

@Autowired

[Payment](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/payment-java) p = null;

...

}

Sometimes mutiple beans of same class can be registered in container with different names. This will create confusion for IOC container to select a bean by type for dependency injection. In order to avoid this confusion @Qualifier annotation is used along with @Autowired. @Qualifier accepts bean name to be injected.

Here in example inventory bean is searched in container by name "inventory" and injected to i property.

@Component("order")

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

@Autowired

Payment p = null;

**@Autowired**

**@Qualifier("inventory")**

**Inventory i = null;**

...

}

### Auto-wiring By Constructor

It is similar to byType injection. Dependencies are injected by constructors. Beans are identified by types of constructor arguments and injected.

public class [User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java) {

public **User**(Role role) {

this.role = role;

}

...

}

<bean id="user" class="[com.sunilos.book.spring.bean.User](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/user-java)" **autowire="constructor"** />

Annotation @Autowired can be applied on constructors to inject dependencies.

@Component("order")

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

Payment p = null;

Inventory i = null;

@Autowired

public **Order**(Payment p, Inventory i) {

this.p= p;

this.i= i;

}

...

}

@Qualifier annotation can be applied on constructor arguments to identify a bean by name from container.

public class [Order](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/order-java) {

Payment p = null;

Inventory i = null;

@Autowired

public **Order**(@Qualifier("payment") Payment p, @Qualifier("inventory") Inventory i) {

this.p= p;

this.i= i;

}

...

}

### Excluding a bean from auto-wiring

You can exclude a bean from auto-wiring. It is done by setting value of autowire-candidate attribute of <bean> tag to false.

<bean id="roleBean" class="[com.sunilos.book.spring.bean.Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role)" autowire-candidate="**false**" />

### Creating a primary bean

When we define two or more beans of the same type, and these beans are get autowired by byType in some other bean, then an ambiguity arises. To overcome these ambiguities with autowiring by type, spring offers another option, creation of a primary bean. We can create a primary bean by setting the primary attribute of <bean> tag to true. For example,

<bean id="role" scope="prototype" class="[com.sunilos.book.spring.bean.Role](https://sites.google.com/site/corporatejavac1/source-code-new/com-sunilos-book-spring-bean/role)" **primary="true"** />

By setting the primary attribute of <bean> tag to true, the bean becomes a primary bean and the bean gets autowired with the calling bean. But when we declare more than one bean as primary, then a conflict comes and an exception arises.

## Auto-wiring By Annotation

You can use annotation @Autowired to autowire a bean. Annotation can be applied on attributes, setter methods and constructors. By default it resolves dependency by Type, @Qualifier annotation can be used along with annotation to resolve dependencies by Name.

Spring 3 provides three annotations for autowiring:

1. Spring’s own @Autowired annotation.
2. The @Inject annotation (JSR-330).
3. The @Resource annotation (JSR-250).

Annotation based configuration is enabled by <context:annotation-config /> tag is applicationContext.xml file.

## Limitations of auto-wiring

1. Both <property> and <constructor-arg> tags always override auto-wiring.
2. Wiring information may not be visible outside of the container. for example to some documentation tools.
3. If there are several beans of a particular type exist, a no unique bean exception occurs.

## FAQ

1. What is auto-wiring and how you can do it?
2. How many ways are there to configure auto-wiring?
3. Which are the different modes of auto-wiring?
4. What are the differences between byName and byType auo-wiring?
5. What is constructor auto-wiring?
6. Which auto wiring mode is used by @Autowired annotation?
7. Can you apply @Autowired annotation on an attribute?
8. Can you apply @Autowired annotation on a method?
9. Can you apply @Autowired annotation on a constructor?
10. Why do you use @Qualifier annotation along with @Autowired?
11. How you can exclude a bean from auto-wiring?
12. If we have applied both implicit (@Autowired) and explicit wiring ( <property> and <constructor-arg> ) then which one will be applied?

# Auto Discovery

Dependency injection can be done by xml configuration or auto-wiring. Auto wiring significantly minimizes size of XML file.

In order to further reduce XML configuration you can define beans with following annotations:

1. @Component: creates simple beans
2. @Repository: creates DAOs
3. @Service: creates Services
4. @Controller: creates controllers

These annotated beans and their dependencies can be automatically discovered <context:component-scan tag in applicationContext.xml file. With help of auto-discovery you do not need to manually register the beans in spring config file.

Here is sample configuration that auto discovers beans from com.sunilos.book.spring package.

<context:component-scan base-package="com.sunilos.book.spring" />

# Spring DAO

## Introduction

The Spring-DAO ( Data Access Object ) provides a consistent way to use data access frameworks like JDBC, Hibernate, JPA, JDO and other ORM frameworks.

It provides consistent exception hierarchy. This makes your application independent from underlying data access framework. You can provide consistent exception handling without worrying about specific persistent technology.

There are three key features of Spring DAO:

1. **Resource Management**:
   1. Now programmer does not need to open or close a database connection.
   2. Spring DAO implicitly opens and closes database connections.
   3. Programmer do not need to write statements for opening and closing the database connections.
2. **Exception translation**:
   1. It translates all native JDBC and ORM exceptions into unchecked DataAccessException.
   2. DataAccessException exception is propagate to service layer.
   3. Programmer do not need to handle database exceptions.
   4. Service classes handles database exception.
3. **Transaction handling**:
   1. Service classes handles transactions with help of Spring AOP.
   2. If unchecked exception is propagated from @Transnational method then transaction is rolled back.

## Consistent exception hierarchy

There are different data access frameworks like JDBC, Hibernate, JPA, JDO etc. They have there own native Exceptions those are raised in exceptional cases. JDBC raises SQLException, Hibernate raises HibernateException, and JDO raises JDOException.

Spring provide a generic exception class hierarchy. Spring wraps all technology specific exceptions like SQLException, JDOException and HibernateException into a generic exception class DataAccessException or its subclass.

Spring-DAO translates ORM specific exceptions into DataAccessException or into its subclasses. Spring enables transparent exception translation using @Repository annotation.
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Spring makes you free from handling different exceptions when you are working on different persistent frameworks.
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## Annotations used for configuring DAO or Repository classes

Annotation @Repository is used to make any POJO class to a spring data access object. This annotation triggers component scanning and repository configuring within the class definition rather than using XML configuration entries.

**@Repository**

public class [CollegeDAOJDBCImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaojdbcimpl-java) implements [CollegeDAOInt](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaoint-java) {

private JdbcTemplate jdbcTemplate;

**@Autowired**

public void setDataSource(DataSource dataSource) {

this.jdbcTemplate = new JdbcTemplate(dataSource);

}

A DAO requires access to a Persistent Resource (aka Data Connection Pool) to get connection to the Database. Depending on persistence technologies there are different Persistent Resource like JDBC need to access DataSource, JPA need to access EntityManager, and Hibernate need to access SessionFactory.

The easiest way to inject Persistent Resource dependency use one of the @Autowired, @Inject, @Resource, @PersistenceContext annotations.

In order to scan annotated classes you must contain following tag in your ApplicationContext.xml.

<context:component-scan base-package="com.sunilos..dao" />

### JDBC

JDBC uses DataSource as Data Connection Pool.

<!-- Data Source Definition -->

<bean id="**dataSource**" class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/ST\_JAVA" />

<property name="username" value="root" />

<property name="password" value="" />

</bean>

JDBC DAO is created using @repository annotation and injecting data-source into dao. JDBCTemplate object is created from data-source.

@Repository

public class [CollegeDAOJDBCImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaojdbcimpl-java) implements [CollegeDAOInt](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaoint-java) {

private JdbcTemplate jdbcTemplate;

**@Autowired**

**public void setDataSource(DataSource dataSource) {**

this.jdbcTemplate = new JdbcTemplate(dataSource);

}

### JPA

JPA uses @PersistenceContext annotation to inject Data Connection Pool.

@Repository

public class JPADAOImpl implements JPADAOInt {

**@PersistenceContext**

private EntityManager entityManager;

// ...

}

### Hibernate

Hibernate has SessionFactory as Data Connection Pool (Persistent Resource). Hibernate DAO is created using @repository annotation and injecting session factory into dao.

@Repository

public class [CollegeDAOHibImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaohibimpl) implements [CollegeDAOInt](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaoint-java) {

**@Autowired**

**private SessionFactory sessionFactory;**

//...

# Spring JDBC

## Introduction

Spring provides an abstract way to communicate with database using plan old JDBC objects. Spring JDBC Framework takes care of all the low-level details to open the connection, prepare and execute the SQL statements, process exceptions, handle transactions and finally close the connection. You just have to define connection parameters and specify the SQL statements to be executed, fetch the query results and iterate them.

Spring-JDBC provides several approaches and correspondingly classes to communicate with database. The most popular approach is to use **JdbcTemplate** class to communicate with database. JdbcTemplate is the central framework class that manages all the database communication and exception handling. All approaches require JDBC 2.0 and above drivers

The org.springframework.jdbc.core package contains the JdbcTemplate class and its various callback interfaces, plus a variety of related classes. A subpackage named org.springframework.jdbc.core.simple contains the SimpleJdbcInsert and SimpleJdbcCall classes. Another subpackage named org.springframework.jdbc.core.namedparam contains the NamedParameterJdbcTemplate class and the related support classes.

## The JdbcTemplate

It is the basic thread-safe class in the JDBC core package. It handles the creation and release of resources, which helps you avoid common errors such as forgetting to close the connection. It performs the basic tasks of the core JDBC workflow such as statement creation and execution, leaving application code to provide SQL and extract results.

The JdbcTemplate class

* executes SQL queries,
* executes Update and Insert statements
* executes Stored Procedure calls,
* Performs iteration over ResultSets and extraction of returned parameter values.
* It catches JDBC exceptions and translates them to the generic, more informative, DataAccessException exception hierarchy defined in the Spring DAO.

![](data:image/png;base64,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)

### Execute SELECT Query

You can execute different type of SELECT queries with help of JdbcTemplate. Here we can see few examples:

**Get count to total number of records from PART Table :**

int rowCount = jdbcTemplate.queryForObject("select count(\*) from PART", Integer.class);

Method queryForObject receives two parameters. First parameter is sql query. Second parameter is class type in which query result is typecasted.

**A simple query using a bind variable: get number of PARTS, produced in Unit number #2.**

int rowCount = jdbcTemplate.queryForObject( "select count(\*) from PART where UNIT\_ID = ?", Integer.class, 2);

Here method queryForObject receives 3 parameters. First parameter is sql query. Second parameter is class type in which query result is typecasted. Third parameter is value of ? in sql query.

**RowMapper**

It is an interface found in org.springframework.jdbc.core package. Its implementation class is used by JdbcTemplate to map a row of ResultSet into an Object.

RowMapper objects are stateless and thus reusable. It is used either by query methods of JdbcTemplate or by OUT parameters of stored procedures.

All exception raised buy RowMapper object will be handled by calling JdbcTemplate.
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Here is an example code of RowMapper class that converts ResultSet into College object.

public class [CollegeMapper](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegemapper-java) implements **RowMapper<College>** {

**public College mapRow(ResultSet rs, int args) throws SQLException {**

[College](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-dto/college-java) dto = new [College](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-dto/college-java)();

dto.setId(rs.getLong("id"));

dto.setName(rs.getString("name"));

dto.setAddress(rs.getString("address"));

//...

return dto;

}

}

**Get list of colleges from COLLEGE table using RowMapper object.**

List<College> colleges = jdbcTemplate.query("SELECT \* FROM ST\_COLLEGE",**new CollegeMapper()**);

### Execute INSERT

String sql = "INSERT INTO ST\_COLLEGE VALUES(?,?,?)";

jdbcTemplate.update(sql, 1, "IPS", "Rau");

### Execute UPDATE

String sql = "UPDATE ST\_COLLEGE SET NAME=?,ADDRESS=? WHERE ID=?";

jdbcTemplate.update(sql, "Medicaps", "Rau",1);

### Execute DELETE

String sql = "delete from ST\_COLLEGE where id = ?";

int i = jdbcTemplate.update(sql, 1);

### Execute DDL Statements

Method execute() can be used to execute any arbitrary SQL. It is typically used to execute DDL statements, Stored Procedures and Stored Functions.

Here is an example of calling DDL Statement.

jdbcTemplate.execute("create table ACCOUNT (id integer, name varchar(100))");

### Execute Stored Procedure and Stored Function

Here is an example of calling Stored Procedure.

jdbcTemplate.update("call USER\_COUNT(?)", 25L);

### JDBCTemplate best practices.

Instances of the JdbcTemplate class are thread-safe once configured. This is important because it means that you can configure a single instance of a JdbcTemplate and then safely inject this shared reference into multiple DAOs (or repositories). The JdbcTemplate is stateful, it contains a reference of a DataSource, but this state is not conversational state.

A common practice when using the JdbcTemplate class ( and the associated NamedParameterJdbcTemplate classes) is to configure a DataSource in your Spring configuration file, and then dependency-inject that shared DataSource bean into your DAO classes; the JdbcTemplate is created in the setter for the DataSource. Here is the sample code of best practice.

**@Repository**

public class [CollegeDAOJDBCImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaojdbcimpl-java) implements [CollegeDAOInt](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaoint-java) {

private JdbcTemplate jdbcTemplate;

**@Autowired**

public void setDataSource(DataSource dataSource) {

this.jdbcTemplate = **new JdbcTemplate(dataSource);**

}

## Example of CRUD Operations

### Native Approach (Recommended)

Recommended approach is to inject the Datasource and create JdbcTemplate object in the DAO WITHOUT inheriting JdbcDaoSuppot class.

**Step #1 :** Create College POJO class that's object will represent a record in COLLEGE table.

public class [College](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-dto/college-java){

protected long id;

//...

}

**Step #2 :** Create RowMapper class that will map a record from COLLEGE table to College object.

public class [CollegeMapper](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegemapper-java) implements **RowMapper<College>** {

**public College mapRow(ResultSet rs, int args) throws SQLException {**

[College](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-dto/college-java) dto = new [College](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-dto/college-java)();

dto.setId(rs.getLong("id"));

//...

return dto;

}

}

**Step #3 :** Create interface CollegeDAOInt that contains CRUD methods.

public interface [CollegeDAOInt](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaoint-java) {

public long add(College dto);

public long update(College dto);

public College delete(long id);

public College findByName(String name);

public College findByPK(long pk);

public List search(College dto);

}

**Step #4:** Create class CollegeDAOImpl that will implement CollegeInt interface.

**@Repository**

public class [CollegeDAOJDBCImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaojdbcimpl-java) implements [CollegeDAOInt](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaoint-java) {

private JdbcTemplate jdbcTemplate;

**@Autowired**

public void setDataSource(DataSource dataSource) {

this.jdbcTemplate = new JdbcTemplate(dataSource);

}

**Step #5:** Configure datasource in [applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-jdbc-xml).

<bean id="dataSource" class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/ST\_JAVA" />

<property name="username" value="root" />

<property name="password" value="password" />

</bean>

**Step #6:** Test bean

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

CollegeDAOInt dao = (CollegeDAOInt) context.getBean("**collegeDAO**");

College dto = new College();

dto.setId(1L);

dto.setName("Vijay");

dto.setAddress("Mumbai");

dto.setCity("Indore");

dto.setState("MP");

dto.setPhoneNo("99999999");

**dao.add(dto);**

### Classic Approach

Classic approach inherits DAOSupport classes. This approach is NOT recommended anymore.

Here is Account example class that implements DAO by inheriting JdbcDaoSupport support class.

public class [AccountDAOJDBCImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-dao/classic/accountdaojdbcimpl-java) extends **JdbcDaoSupport** implements AccountDAOInt {

public long add(Account ac) {

String sql = "insert into ST\_ACCOUNT (ID, TYPE, BALANCE) values (?,?,?)";

**getJdbcTemplate().**update(sql, ac.getId(), ac.getType(), ac.getBalance());

return ac.getId();

}

Following configurations will be made in applicationContext.xml to inject dao dependencies:

<bean id="**jdbcTemplate**" class="org.springframework.jdbc.core.JdbcTemplate">

<property name="dataSource" ref="**dataSource**" />

</bean>

<!-- Account JDBC DAO Objects -->

<bean id="**accountDAO**" class="com.sunilos.dao.classic.**AccountDAOJDBCImpl**">

<property name="dataSource" ref="dataSource" />

</bean>

### Service Class

Service class contains business logic. It is defined by @Service annotation. It does transaction handling with help of Spring AOP.

There are two ways to apply transactions:

* XML Configuration
* @Transactional annotation

**XML Configuration**

Here is sample code of UserService and its respective configuration setting in [applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-jdbc-xml).

public class [UserServiceImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-service/userserviceimpl-java) implements UserServiceInt {

private UserDAOInt dao = null;

private static Logger log = Logger.getLogger(UserServiceImpl.class);

public long add(UserDTO dto) {

long pk = dao.add(dto);

return pk;

}

[applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-jdbc-xml) configuration

<bean id="userService" class="com.sunilos.service.UserServiceImpl"

autowire="byType" />

<!-- JDBC Transaction Management -->

<bean id="jdbcTransactionManager"

class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource" />

</bean>

<!-- The transactional advice contains methods and attribute mapping for

JDBC Transaction Manager -->

<tx:advice id="jdbcTxAdvice" transaction-manager="jdbcTransactionManager">

<tx:attributes>

<!-- all methods starting with 'find' and 'search' are read-only -->

<tx:method name="find\*" read-only="true" />

<tx:method name="search\*" read-only="true" />

<!-- other methods use the default transaction settings (see below) -->

<tx:method name="\*" propagation="REQUIRED" />

</tx:attributes>

</tx:advice>

<!-- ensure that the above transactional advice runs for any execution of

an operation defined by the \*DAOHibImpl\* classes -->

<aop:config>

<aop:pointcut id="serviceOperations"

expression="execution(\* com.sunilos.service.\*ServiceImpl.\*(..))" />

<aop:advisor advice-ref="jdbcTxAdvice" pointcut-ref="serviceOperations" />

</aop:config>

**Annotation @Transactional**

Here is sample beans College and its [applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-ann-xml) configuration that applies annotation based transaction.

@Service(value = "collegeService")

public class [CollegeServiceImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/service/collegeserviceimpl-java) implements CollegeServiceInt {

@Autowired

private CollegeDAOInt dao = null;

@Transactional(readOnly = true)

public College get(long id) {

return dao.findByPK(id);

}

@Transactional(propagation = Propagation.REQUIRED)

public long add(College dto) {

long id = dao.add(dto);

return id;

}

[applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-ann-xml) configuration

<!--Scan @Repository, @Service, @Component and @Controller spring beans -->

<context:component-scan base-package="com.sunilos.annotation" />

<!-- enable the configuration of transactional behavior based on annotations -->

<tx:annotation-driven transaction-manager="transactionManager" />

### Test case

[UserServiceTestase](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-test/userservicetestcase-java)

[CollegeServiceTestcase](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-test/collegeservicetestcase-java)

[AccountServiceTestcase](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-test/accountservicetestcase-java)

## Maven Dependency

<!-- JDBC Data Access Library (depends on spring-core, spring-beans, spring-context,

spring-tx) Define this if you use Spring's JdbcTemplate API (org.springframework.jdbc.\*) -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-jdbc</artifactId>

<version>3.0.5.RELEASE</version>

</dependency>

[Spring ORM](https://sites.google.com/site/corporatejavac1/spring/spring-orm)

# Spring ORM

## Introduction

Spring provides a convenient way to integrate object relational persistence frameworks such as Hibernate, JPA, and JDO for data access object, transaction and resource management implementation. Spring supports ORM integration with generic transaction features and DAO exception hierarchy.

**Advantage of Spring ORM**

* **Easier testing:** Spring’s IoC approach makes it easy to swap the implementations and configuration locations of Hibernate SessionFactory instances, JDBC DataSource instances, transaction managers, and mapped object implementations (if needed). This in turn makes it much easier to test each piece of persistence-related code in isolation.
* **Common data access exceptions:** Spring can wrap exceptions from your ORM tool, converting them to a common runtime DataAccessException hierarchy.
* **General resource management:** Spring application contexts can handle the location and configuration of Hibernate SessionFactory instances, JPA EntityManagerFactory instances, JDBC DataSource instances, and other related resources. This makes these values easy to manage and change.
* **Integrated transaction management:** You can wrap your ORM code with a declarative, aspect-oriented programming (AOP) style method interceptor either through the @Transactional annotation or by explicitly configuring the transaction AOP advice in an XML configuration file.

## Hibernate Integration

Hibernate objects can be defined in Spring container as a bean and injected in DAO objects.

### Session Factory Setup

Spring container is the factory of all kinds of objects. Hibernate SessionFactory can be defined in Spring IOC container as a bean. Here is XML application context definition that shows how to set up a JDBC Datasource and a Hibernate SessionFactory.

<bean id="**dataSource**" class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/ST\_JAVA" />

<property name="username" value="root" />

<property name="password" value="" />

</bean>

<bean id="**sessionFactory**" class="org.springframework.orm.hibernate3.LocalSessionFactoryBean">

<property name="dataSource" ref="**dataSource**" />

<property name="hibernateProperties">

<props>

<prop key="hibernate.dialect">

org.hibernate.dialect.MySQLDialect

</prop>

<prop key="hibernate.show\_sql">true</prop>

<prop key="hibernate.hbm2ddl.auto">update</prop>

</props>

</property>

<property name="mappingResources">

<list>

<value>in/co/sunrays/dto/Account.hbm.xml</value>

<value>in/co/sunrays/dto/User.hbm.xml</value>

</list>

</property>

</bean>

### Plain Hibernate 3 API DAO Implementation

Hibernate 3 has a feature called contextual sessions. Hibernate itself manages one current Session per transaction in contextual sessions. This is roughly equivalent to Spring’s synchronization of one Hibernate Session per transaction. This approach is recommended to develop DAO classes in Hibernate.

Here is the DAO implementation example using plain Hibernate 3 API:

@Repository

public class [CollegeDAOHibImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaohibimpl) implements [CollegeDAOInt](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/dao/collegedaoint-java) {

@Autowired

private SessionFactory sessionFactory;

public long add(College dto) {

Session session = sessionFactory.getCurrentSession();

session.save(dto);

return dto.getId();

}

public long update(College dto) {

Session session = sessionFactory.getCurrentSession();

session.update(dto);

return dto.getId();

}

Make following entry in [ApplicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-ann-xml)

<context:component-scan base-package="com.sunilos.annotation" />

### Classic Approach

Classic approach inherits DAOSupport classes. This approach is not recommended anymore.

public class AccountDAOHibImpl extends HibernateDaoSupport implements

AccountDAOInt {

public long add(Account bean) {

getHibernateTemplate().save(bean);

return bean.getId();

}

public long update(Account bean) {

getHibernateTemplate().update(bean);

return bean.getId();

}

Make following entry in [ApplicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-hib-xml)

<bean id="accountDAO" class="com.sunilos.dao.classic.AccountDAOHibImpl">

<property name="sessionFactory" ref="sessionFactory" />

</bean>

### Service Class

Service class contains business logic. It is defined by @Service annotation. It does transaction handling with help of Spring AOP.

There are two ways to apply transactions:

* XML Configuration
* @Transactional annotation

**XML Configuration**

Here is sample code of UserService and its respective configuration setting in [applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-hib-xml).

public class [UserServiceImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-service/userserviceimpl-java) implements UserServiceInt {

private UserDAOInt dao = null;

private static Logger log = Logger.getLogger(UserServiceImpl.class);

public long add(UserDTO dto) {

long pk = dao.add(dto);

return pk;

}

[applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-hib-xml) configuration

<bean id="userService" class="com.sunilos.service.UserServiceImpl"

autowire="byType" />

<!-- Hibernate Transaction Manager -->

<bean id="hibTransactionManager"

class="org.springframework.orm.hibernate3.HibernateTransactionManager">

<property name="sessionFactory" ref="sessionFactory" />

</bean>

<!-- Configure Declarative Transaction on Service classes using Spring AOP -->

<!-- The transactional advice contains methods and attribute mapping for

Hibernate Transaction Manager -->

<tx:advice id="hibTxAdvice" transaction-manager="hibTransactionManager">

<tx:attributes>

<!-- all methods starting with 'find' and 'search' are read-only -->

<tx:method name="find\*" read-only="true" />

<tx:method name="search\*" read-only="true" />

<!-- other methods use the default transaction settings -->

<tx:method name="\*" propagation="REQUIRED" />

</tx:attributes>

</tx:advice>

<!-- ensure that the above transactional advice runs for any execution of

an operation defined by the \*ServiceImpl\* classes -->

<aop:config>

<aop:pointcut id="serviceOperations"

expression="execution(\* com.sunilos.service.\*ServiceImpl.\*(..))" />

<aop:advisor advice-ref="hibTxAdvice" pointcut-ref="serviceOperations" />

</aop:config>

**Annotation @Transactional**

Here is sample beans College and its [applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-ann-xml) configuration that applies annotation based transaction.

@Service(value = "collegeService")

public class [CollegeServiceImpl](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos/service/collegeserviceimpl-java) implements CollegeServiceInt {

@Autowired

private CollegeDAOInt dao = null;

@Transactional(readOnly = true)

public College get(long id) {

return dao.findByPK(id);

}

@Transactional(propagation = Propagation.REQUIRED)

public long add(College dto) {

long id = dao.add(dto);

return id;

}

[applicationContext.xml](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/applicationcontext-ann-xml) configuration

<!--Scan @Repository, @Service, @Component and @Controller spring beans -->

<context:component-scan base-package="com.sunilos.annotation" />

<!-- enable the configuration of transactional behavior based on annotations -->

<tx:annotation-driven transaction-manager="hibTransactionManager" />

### Test case

[UserServiceTestase](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-test/userservicetestcase-java)

[CollegeServiceTestcase](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-test/collegeservicetestcase-java)

[AccountServiceTestcase](https://sites.google.com/site/corporatejavac1/source-c/spring-dao-1/com-sunilos-test/accountservicetestcase-java)

## Maven Dependency

<!-- Hibernate O/RM implementation of the JPA specification -->

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-entitymanager</artifactId>

<version>3.5.0-Final</version>

</dependency>

<!-- Hibernate is depends on slf4j-api and hibernate-entitymanager -->

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-core</artifactId>

<version>3.5.0-Final</version>

</dependency>

# Jasper Report

## Introduction

JasperReports is the world's most popular open source reporting engine. It is entirely written in Java and it is able to use data coming from any kind of data source and produce pixel-perfect documents that can be viewed, printed or exported in a variety of document formats including HTML, PDF, Excel, OpenOffice and Word.

[http://jasperforge.org/projects/jasperreports](http://www.google.com/url?q=http%3A%2F%2Fjasperforge.org%2Fprojects%2Fjasperreports&sa=D&sntz=1&usg=AFQjCNEd3GEeWoOkLrLKnsWc1mFbkaAE-Q)

[http://en.wikipedia.org/wiki/JasperReports](http://www.google.com/url?q=http%3A%2F%2Fen.wikipedia.org%2Fwiki%2FJasperReports&sa=D&sntz=1&usg=AFQjCNHLTmUV7rUaJZ5Fczri29KFO8KkRg)

## FAQ

Q: What is JASPER Report?

A: This is a open source Reporting tool.

Q: Where do you use JASPER?

A: We use it in our Application to generate reports.

Q: What report formats can be generated by JASPER?

A: PDF, Excel, Doc, and HTML.

Q: What Editor do you use?

A: iReport.

Q: What is the extension of Jasper report file?

A: Extension is .jasper.

Q: What is the extension of iReport files?

A: Extension is .jrxml.

Q: Which file will be genrated when iReport compile jsxml?

A: It will generate .jasper file.

Q: How do you integrated .jasper file with JAVA code?

Q: How do you integrate .jasper file with Struts 2?

|  |
| --- |
|  |